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Abstract:

Introduction/purpose: This work provides a comprehensive overview of
blockchain technology, elucidating its foundational principles and how it
ensures transparency, immutability, and decentralization. The integration of
Solidity with blockchain is explored through theoretical approach.

Methods: This work meticulously dissects blockchain principles, elucidating
transparency, immutability, and decentralization, while exploring Solidity
integration in a theoretical framework, ensuring a comprehensive
understanding of their intricate relationship and contributing to a broader
comprehension of modern distributed ledger technology.

Results: The resulting product of this paper will be getting useful knowledge
about the technology that practically shapes the world.

Conclusion: In conclusion, the adoption of Solidity as a programming
language in blockchain technology has proven to be pivotal, enhancing
smart contract functionality and overall system security. Its specialized
features make it an indispensable tool for developers navigating the
complexities of decentralized applications.
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Introduction

In the continuously evolving landscape of blockchain technology, the
emergence of decentralized applications (DApps) and smart contracts has
become a focal point of innovation. At the epicenter of this transformative
shift lies Solidity, a purpose-specific programming language meticulously
engineered for the development of secure and autonomous smart contracts
on blockchain networks, prominently exemplified by Ethereum. This
scholarly inquiry seeks to systematically investigate the profound
implications and nuanced intricacies surrounding the "Utilization of Solidity
programming language in blockchain." Throughout this paper, the objective
is to delineate the fundamental role Solidity assumes in concretizing the
theoretical constructs of decentralized systems into practical,
implementable solutions. Through the scrutiny of the syntax, structure, and
unique attributes of Solidity, the aim is to provide a scholarly discourse that
advances the understanding of the intricate interplay between this
programming language and the broader landscape of Dblockchain
technology.

Moreover, this scholarly effort endeavors to dissect the practical
implications of Solidity-driven smart contracts, considering their impact
across various sectors such as finance, supply chain, and governance. By
elucidating the distinct features of Solidity that contribute to the resilience
and immutability of smart contracts, the authors aim to provide an
explanation of a framework for researchers, developers, and industry
practitioners navigating the burgeoning field of decentralized applications.
The exploration extends beyond the syntax and semantics of Solidity,
encompassing considerations of security measures, standardization, and
potential avenues for future enhancements. As the discourse unfolds, the
anticipation is to shed light on the challenges inherent in the application of
Solidity in real-world scenarios, thereby contributing valuable insights to the
ongoing dialogue surrounding the convergence of Solidity and blockchain
technology.

Blockchain basics

Understanding the principles on which blockchain resides is not
possible without understanding the answers to the following questions:
¢ What is the purpose of blockchain? and
¢ Why is blockchain needed for cryptocurrency?

In simple terms, the purpose of blockchain is to have a network of
computers agree upon a common state of data (Abou Jaoude & Saade,
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2019). Any person or organisation should be able to participate in this
process and no person or ogranisation should be able to control this
process. This will be explained in the following chapters.

Also, blockchain solves the problem of trust. This system is
completely neutral and resistant to any censorship or bribe. In 2008, an
individual, or a group of people, under the pseudonym of Satoshi
Nakamoto released a whitepaper for Bitcoin: "We have proposed a system
for electronic transactions without relying on trust." (Nakamoto, 2008)

The system proposed was peer-to-peer network, allowing online
payments to be directly sent from one party to another, without going
through a financial institution, therefore eliminating the need for trusting
someone to make sure your payment goes the way it is meant to.

The Genesis of blockchain

It is impossible to look back at the history of blockchain without
looking back at the history of cryptography and its development over the
years.

Until the 1970s, cryptography was the study of encrypting messages
to the full decryption-proof stadium. It was used for passing confidential
information, especially within the military (Ahmad et al, 2021). Substitution
ciphers were primarily used — the cryptographical method of encrypting in
which units of plaintext are replaced with ciphertext in a defined manner.

As cryptography advanced over the years, more and more complex
functions were introduced. The most important leap for blockchain
technology, certainly, was the idea of a secret key.

Namely, if two parties can meet prior to their exchange of messages
and agree upon a common key for both sides, the message would be
encrypted with a mathematical function and that key, creating even more
secure encryption. This thus marked the beginning of symmetric-key
cryptography.

With the advent of personal computing, cryptographers started to
think even further. The idea of secure communication without prior key
exchange emerged. In 1976, Whitfield Diffie proposed a concept of PKC
(Public Key Cryptography). With PKC, each individual has their own
unique key pair, consisting of a public key and a private key. Only the
public key needs to be exchanged, eliminating the need for exchanging
keys beforehand. If a person's public key is used to encrypt a message,
then only their corresponding private key can decrypt it, providing privacy.
Likewise, if their private key is used to sign (encrypt) a message, the
corresponding public key can authenticate (decrypt) the message. This
was the start of assymetric encryption.
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Diffie did not have any practical way to make this happen. He had a
concept, but the mathematical function with all these properties did not
exist back then. Diffie would work with Martin Hellman and Ralph Merkle
in search of such a system.

Today, both the RSA (Rivest-Shamir-Adleman) and the ECDSA
(Elliptic Curve Digital Signature Algorithm) are two popularly used
algorithms for public key cryptography.

The security of the RSA algorithm relies on the practical difficulty of
factoring the product of two large prime numbers - "the factoring problem".
An RSA user creates and publishes a public key based on two large prime
numbers, along with an auxiliary value. The prime numbers are kept
secret, messages can be encrypted by anyone, via the public key, but can
only be decoded by someone who knows the prime numbers. This
algorithm is relatively slow, but there are no published methods to
decypher this system if a large enough key is used.

The ECDSA uses elliptic curves. It can provide the same level of
security as other public key algorithms with smaller key sizes, which is the
reason of its popularity. This is the Digital Signing Algorithm used by
Bitcoin, specifically the secp256k1 curve.

Consensus mechanisms

Blockchain networks are essentially distributed and decentralized
databases consisting of many nodes (computers). In a decentralized
environment, common issues are:

¢ How do all nodes agree on what the current and future state of
user account balances and contract interactions is?

¢ Who gets to add new blocks/transactions to a chain? How do we
know any blocks added are "valid"?

e How is this system coordinated without any official coordinator?

All of this is done thanks to consensus mechanisms.

The blockchain consensus mechanism typically means that at least
51% of nodes are in agreement over the current global state of network
(Ahmad et al, 2021). Essentially, these are rules that distributed,
decentralized blockchain follows in order to stay in agreement over what
is considered valid. There are many consensus mechanisms, but the two
most famous ones are: proof-of-work (PoW) and proof-of-stake (PoS).
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BLOCKCHAIN NETWORK

Figure 1 — Abstract scheme of the blockchain network

Proof of work & mining

Proof-of-work is the consensus mechanism that allows decentralized
networks like Bitcoin and (previously) Ethereum to come to consensus, or
agree on things like account balances and the order of transactions (Ali et
al, 2023). This prevens "double spending" and ensures the followin of the
blockchain rules, making the PoW network resilient to malicious attacks.

The main consensus rules for the PoW are the following:

e There must not be double spending, and
e The "longest" chain will be the one the rest of the nodes will
accept as the one "true" chain - Nakamoto Consensus.

The consensus mechanism ends up being the security mechanism
the network needs, because it ensures that every node on it is following
the consensus rules. In PoW, mining represents the work.

Mining is the process of creating a block of transactions to be added
to blockchain.

In proof-of-work consensus, nodes in the network continuously
attempt to extend the chain with new blocks - these are the miners, nodes
that contain mining software (Antonopoulos & Wood, 2018). Miners are in
charge of extending a blockchain by adding blocks that contain "valid"
transactions. In order to add a block, the network will ask miners for their
"proof-of-work".
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A proof-of-work-based system will typically require miners produce an
output in a very difficult-to-get target range. Valid proof-of-work once
looked like this in the Bitcoin network:

000000000000000000043t43161dc56a08ffd0727di1516¢98717b187f5194c6
Figure 2 — The look of once valid proof-of-work in the Bitcoin network

To get an output like this, automated mining software does the
following: takes a piece of data (i.e. the previous block header + new
transactions to add to a chain) and hashes it. If the hash output is bellow
a target difficulty, then the miner has found the answer to the puzzle: a
valid proof of work.

The proof-of-work shown above has 19 leading zeroes, and since the
range of each possible character per space is in hexadecimal, this means
that there are 1/16 character possibilities per space.

The hash outputs for SHA-256 are in hexadecimal, which means
there are 1/16 possible characters per space - a-f in letters and 0-9 in
decimals = 16 total possibilities. This means that finding one 32-byte SHA-
256 output that has just one leading zero will take on average 16 tries
(Banerjee et al, 2018).

Finding an output with 2 leading zeros increases the average number
of attempts to 256 - 16 possible characters in the first spot * 16 possible
characters in the second spot. Finding 19 leading zeros will take, on
average, 1610 attempts, which equals to
75557863725914323419136000000000000000000000 attempts.

Proof-of-work networks will typically have some sort of
target_difficulty. In order for a miner to add a new block, they must find a
proof-of-work lower than the network target difficulty. Finding such a
difficult-to-find output is proof enough that a miner expended considerable
resources to secure the network.

The proof-of-work mining algorithm looks like this:

o Take current block’s block header, add mempool transactions
Append a nonce, starting at nonce =0
Hash data from #1 and #2
Check hash versus target difficulty (provided by protocol)
If hash < target, puzzle is solved! Get rewarded.
Else, restart process from step #2, but increment nonce
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The miner nodes in a proof-of-work network will perform this algorithm
regularly. This gives the network a way to recognize the true state and the
validity of the proposed transactions following the consensus rules. As
long as the majority of nodes on the network follow the consensus rules,
the blockchain remains secure and resistant to attacks, ensuring that only
valid and verified transactions are added to the distributed ledger, thus
maintaining its integrity and trustworthiness. In exchange for large
amounts of energy and hardware upkeep required to run mining software,
miners receive currency as a reward.

Blockchain structure

A blockchain is a distributed database of a list of validated blocks
(Bashir, 2018). Each block contains data in the form of transactions and
each block is cryptographically tied to its predecessor, producing a "chain".
Each blockchain consists of nodes.

A blockchain has nodes scattered all over the world all acting together
in real-time. There is no central administrator, say a "supernode",
responsible for verifying any changes to the state of data, all nodes are
equal members of the network. This means that the network will perform
the same, no matter what node is interacted with to update data. In other
words, blockchains are peer-to-peer networks.

A valid hash for a blockchain is a hash that meets certain
requirements. The number of leading zeros required is the difficulty. The
process of finding valid hash outputs, via changing the nonce value, is
called mining. A miner starts a "candidate block" with a nonce of 0 and
keeps incrementing it by 1 until it finds a valid hash.

Since data is an input variable for the hash of each block, changing
the data will change that block's hash. Blockchains like Bitcoin and
Ethereum, protect the integrity of any data held inside blocks in their
chains: manipulating data in a block that has been nested deeply in the
chain is almost impossible.

In Bitcoin, Merkle trees are used to store every transaction mined on
the Bitcoin network. Merkle tree is a data structure that represents a
collection of hash values reduced to a single hash.

Each letter represents a hash. The combined letters represent
concatenated hashes that have been combined and hashed to form a new
hash.

Over a series of steps, the eight leaf hashes A, B, C, D, E, F, G, and
H are combined to create a single, unique hash that allows efficient
checking for inconsistencies without having to look at each individual data
point.
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Figure 3 — Visual representation of Merkle tree
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Addresss 5, 1 BTC == Address 14, 1 BTC

Figure 4 — The architecture of a Bitcoin block

The figure above shows the architecture of the Bitcoin block. All of the
transactions per block are arranged into a big Merkle tree. Merkle tree's
root hash actually gets commited into the block.

By committing the root hash of the tree, the transaction data can be
stored off-chain (full nodes, for example, store these transaction records
on a LevelDB integrated into all full nodes).

A main design purpose behind using Merkle trees to commit a lot of
data elements (typically transactions) per block is to keep the size of the
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blockchain as small as possible. Given the nature of their usage,
blockchains grow perpetually. Keeping the blockchain size from becoming
bloated means more people can support running full nodes which helps
network decentralization (Dabbagh et al, 2019).

UTXO & account models

With traditional web2 server based platforms, keeping track of user
data and information is actually a lot easier than it is on the blockchain.
This is because there is a single centralized server that stores the state of
user accounts. There is no need for consensus or resolving discrepancies
since there is only one central place that stores information.

However, when moving to a decentralized system, the problem of
storing user balances becomes complicated. Decentralized networks like
Bitcoin and Ethereum need specific models for keeping track of the state
of users. Bitcoin uses the UTXO (Unspent Transaction Output) model to
keep track of user balances. Ethereum and other EVM chains use the
account model to keep track of user balances.

The account model tracks the balances of users based on their overall
account state, without knowing what constitutes the actual balance itself.
This model is a lot like a classical bank account model.

In the account model, the ownership of cryptocurrency is determined
by the account's private key, which corresponds to a unique public key or
address. When a user initiates a transaction, they sign it with their private
key to prove ownership and authorize the movement of funds from their
account. This model simplifies the transaction process and is more intuitive
for developers building decentralized applications, as it resembles the
familiar ledger system used in traditional banking. However, it also comes
with challenges, such as the need for more complex protocols to prevent
issues like double-spending. The choice between the UTXO and account
models reflects different design philosophies and trade-offs in the realm of
blockchain architecture (Buterin, 2013).

The Unspent Transaction Output (UTXO) model is a fundamental
concept underpinning the functioning of the Bitcoin blockchain. In the
Bitcoin network, transactions are represented as a chain of inputs and
outputs. Each output of a transaction is a certain amount of bitcoin, and
these outputs serve as the inputs for future transactions. The UTXO model
is designed to keep track of the ownership of Bitcoin and prevent double-
spending. In simple terms, a UTXO is essentially an unspent output of a
transaction that can be used as an input for a new transaction. This model
contrasts with the account-based model used by traditional banking
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systems, where an account balance is maintained, and transactions
involve debiting and crediting these balances.

In the UTXO model, the ownership of Bitcoin is determined by the
ability to provide a valid digital signature corresponding to the public key
associated with a UTXO. When a user initiates a transaction, they must
reference one or more UTXOs as inputs, providing the required digital
signatures to prove ownership. The outputs of this transaction become
new UTXOs, which can be spent in future transactions. This model adds
a layer of security to the Bitcoin protocol by ensuring that every transaction
input is indeed an unspent and valid output from a previous transaction. It
also contributes to the decentralized and trustless nature of the Bitcoin
network, as the entire transaction history is publicly accessible and
verifiable by anyone on the blockchain (Buterin, 2013).

Ethereum

Bitcoin was the first blockchain-based decentralized network ever. It
popularized the use of Merkle trees for scalable transaction inclusion.
Ethereum also uses Merkle trees but since Ethereum is a completely
different design, it also uses one other important tree data structure for
some of its data storage needs: Patricia Merkle Tries. Unlike Bitcoin,
Ethereum uses the Keccak256 hash function.

Ethereum is a deterministic but practically unbounded state machine,
consisting of a globally accessible singleton state and a virtual machine
that applies changes to that state (Dange & Nitnaware, 2023).

Essentially, Ethereum can be seen just like any other computer in the
world. This computer has some major features that make it unique:

e ltis the first global singleton machine ever, that fundamentally is
not localized (not located on any physical machine in the world).
Ethereum does not reside in any single machine, with no physical
presence anywhere.

e Ethereum is totally censorship resistant. No authority,
government, corporation or a group of individuals is behind the
Ethereum computer. No one owns it, can shut it off or can us it
as a privileged user.

e Ethereum is ubiquitous and accessible anywhere there is
Internet connection.

e Natively multi-user, with a practically infinite range possible for
account creation - 2%0 accounts.
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Since Ethereum keeps track of a larger amount of state data than
Bitcoin, its block architecture is completely different.

fffffffffffffffffffffffffffffffffffffffff i
Block N Header V Block N+1 Header :
—— ] PrevHasn | [ Nonce | [ Timestamp | [uncles Hasn | p| Previash | [Nonce | [ Timestamp | [ Uncles Hasn |[——
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\ St?hen\oot | [ Transaction Root ] [ Receiptroot | [ state Root | [ Transaction Root | [ ReceiptRoot |

Figure 5 — The architecture of the Ethereum block

Ethereum makes use of a data structure called radix trie (Patricia trie,
radix tree) and combines it with the Merkle tree structure to create a
Patricia Merkle Trie.

Trie comes from the word "retrieval”, meaning that radix trie is a tree-
like data structure that is used to retrieve a string value by traversing down
a branch of nodes that store associated references (keys) that together
lead to the end value that can be returned.

A Patricia Merkle trie (PMT) is a data structure that stores key-value
pairs, just like a hash table. In addition to that, it is also used verify data
integrity and the inclusion of a key-value pair. PMTs groups similar-value
nodes together in the tree. That way, searching for "HELP" leads you along
the same path as searching for "HELLO" - the first three letters are shared
entries of different words. It is very good for space efficiency and read/write
efficiency. Patricia is an acronym: P - Practical; A - Algorithm; T - To; R -
Retrieve; | - Information; C - Coded; | - In; and A - Alphanumeric.
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Figure 6 — An example of the radix trie data structure

Figure 7 — An example of the Patricia Merkle trie data structure
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Ethereum stores two types of data: permanent and ephemeral. It
makes sense that permanent data, like mined transactions, and ephemeral
data, like Ethereum accounts (balance, nonce, etc), should be stored
separately. Merkle trees are perfect for permanent data. PMTs are perfect
for ephemeral data, which Ethereum is in plenty supply of.

Unlike transaction history, the Ethereum account state needs to be
frequently updated. The balance and nonce of accounts is often changed,
and what is more, new accounts are frequently inserted, and keys in
storage are frequently inserted and deleted.

The Ethereum block header contains many pieces of data.The block
header is the hash result of all of the data elements contained in a block.
It is like a gift-wrap of all the block data.

Looking at the Ethereum architecture diagram at the beginning of this
chapter, the block header ends up hashing all of the data properties of the
block. It also includes:

e State Root: the root hash of the state trie,
e Transactions Root: the root hash of the block's transactions, and
e Receipts Root: the root hash of the receipts trie.

The state trie acts as a mapping between addresses and accounts
states. It can be seen as a global state that is constantly updated by
transaction executions. All the information about accounts is stored in the
world state trie and information can be retrieved by querying it.

logsBioom

State Trie

miner
: (Merkle Patricia Trie)

mixHash P+ ,1 Key Value

-~ ~ Data
stateRoot <__ Keccak-256-bit hash of state trie's root node Address structure

. J 160 bit serialized
b Identifier in RLP

parentHash

receliptsRoot
nonce
sha3Uncles

0x58...ae84 | balance
size

storageRoot < : 256-bit hash of the storage trie's root node

nonce
codeHash
timestamp

totalDifficulty

transactions

Figure 8 — An example of the state trie and its integration with the Ethereum block

The transaction trie records transactions in Ethereum. Once the block
is mined, the transaction trie is never updated. Each transaction in
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Ethereum records multiple pieces specific to each transaction such as
gasPrice and value.

Transaction Trie
Ethereum blockchain (Merkle Patricia Trie)
Key Value
transactionsRoot Keccak 256-bit hash of theroot node of transaction trie's root node nonce
difficulty gasPrice
extraData gasLimit
gasLimit value

Figure 9 — An example of the transaction trie and its integration with the Ethereum block

The transaction receipt trie records receipts (outcomes) of
transactions. It contains data including gasUsed, logs and events emitted.
Once the block is mined, the transaction receipt trie is never updated.

.{Transaction |
Receipts Trie ; “'::PIM
/EL & [t
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—1 0 D [E=
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Block .
Header
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gasUsed /[_J\ 5 e ] /LL
logsal':x;asr: = - 3 balance 2
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mixHash = . ! codeHash .
omce O0O34daof- alagngn
number
parent-ash |
receiptsRoot
sha3Uncles
size
stateRoot
timestamp Transaction Trie
IotaiDifficutty
transactionsRoot D 2 .
uncles = D/ \D 8 1om
b oas
~ o S gasPrice
oooo| [=
. nput
> nonce

o
transactionindex
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Figure 10 — Visualizaton of how the tries end up being commited in every block
via their root hash

Proof of stake

Ethereum transitioned to PoS on September 15th, 2022. This
transition is known as "The Merge". This was a massive migration that was
always in the roadmap and original planning for Ethereum, but required
coordination from the entire network to execute.
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Proof-of-stake is a totally different mechanism than proof-of-work that
enables Ethereum to be more secure, less energy intensive and more
scalable.

In order to become a miner in PoW, there are large energy
requirements, which makes it difficult for any individual to compete with
the existing mining warehouses that are dedicating millions of dollars of
resources to mining. However, in proof-of-stake, the energy requirement
to become a validator is much lower and can be done by individuals
without a high overhead energy cost. This encourages more users to
become validators, decreasing the centralization risk, and thereby
increasing the security of the network.

Instead of using mass amounts of electricity, validators are required
to stake 32ETH by depositing it into a contract to have the ability to validate
blocks. This staked ETH is used as collateral against bad actors in the
network. If any given validator acts dishonestly or maliciously, they put
themselves at risk of losing their staked ETH.

Rather than all validators competing at the same time for the next
block, the network randomly selects a validator to propose a block every
12 seconds, all the other validators verify that the proposed block is
correct, and the cycle repeats (Stanisi¢, 2023).

One of the largest ways that PoS affects Ethereum developers is with
a new framework for block finality. Finality in blocks refers to how confident
you are that the given block will not change or get forked away. For blocks
that have been on the network for a very long time (older blocks), it is
extremely unlikely that it will be removed from the canonical chain and
therefor has high finality.

Proof of stake introduced 2 new levels of finality that developers
should consider when requesting data from the network: safe and
finalized. Here is an overview of all “block tags™:

e cearliest: The lowest numbered block the client has available.
Intuitively, you can think of this as the first block created.

¢ finalized: The most recent crypto-economically secure block, that
has been accepted by >2/3 of validators. Typically finalized in
two epochs (64 blocks). Cannot be reorganized outside manual
intervention driven by community coordination. Intuitively, this
block is very unlikely to be reorganized.

e safe: The most recent crypto-economically secure block,
typically safe in one epoch (32 blocks). Cannot be re-orged
outside manual intervention driven by community coordination.
Intuitively, this block is unlikely to be re-orged.

377

Stanisi¢, S. et al, The utilization of Solidity programming language in blockchain, pp.363-387



i‘/OJNOTEHNICKI GLASNIK / MILITARY TECHNICAL COURIER, 2024, Vol. 72, Issue 1

o latest: The most recent block in the canonical chain observed by
the client, this block may be re-orged out of the canonical chain
even under healthy/normal conditions. Intuitively, this block is the
most recent block observed by the client.

e pending: A sample next block built by the client on top of latest
and containing the set of transactions usually taken from local
mempool. Intuitively, you can think of these as blocks that have
not been mined yet.

Gas on Ethereum

The cost of operations on Ethereum are fixed and measured in a unit
called "gas". The price of gas is what constantly changes. This means that
the energy requirements to mine any given block are significantly lower
than that of PoW.

In August 2021, there was an Ethereum Improvement Proposal (EIP)
to improve the calculation of gas prices on Ethereum, known as EIP-1559.
Historically, gas prices on Ethereum have been unpredictable and at times
astronomically high, making transactions inaccessible to most people.
EIP-1559 changed the mechanism for setting the gas price, making
participating in Ethereum blockchain accessible to pretty much everyone.

Just like every currency in the world, Ethereum also has different
denominations thar are used to express smaller values. 1 ether is equal to
10'8 wei (the smallest denomination of ether) or 10° gwei.

Unit Wei Value Wei

wei 1 wei 1

Kwei (babbage) 1e3 wei 1,000

Mwei (lovelace) 1e6 wei 1,000,000

Gwei (shannon) 1e9 wei 1,000,000,000

microether (szabo) 1e12 wei 1,000,000,000,000
milliether (finney) 1e15 wei 1,000,000,000,000,000
ether 1e18 wei 1,000,000,000,000,000,000

Figure 11 — Table with relevant denominations for ether
Every block has a maximum amount of gas that can be used within it.

This is how a number of transactions included within a block are
determined. Every block has the capacity to use 30 million gas but has a

378




target of 15 million gas total. The price of gas is determined by the amount
of demand for transactions (or block space), where demand is measured
by how filled the previous block was relative to the target gas.

% Gas used: 22M gas

b N\
Target: 15M gas v 4

pa
N

higher demand —

Gas used: 10M as%
gas price increase g

lower demand —
gas price decrease

" J " J

Figure 11 — Example of two different blocks with different demand quantity

The network first sets a base fee; in an ideal world, this base fee would
result in 15 million gas getting used in a block, no more, no less. However,
what happens in practice is the actual gas can be above or below the target
gas.

When blocks are above the target, the gas price (or base fee) is
automatically increased, increasing the cost and barrier to entry for
sending transactions and thereby reducing the number of people who are
competing to fill the block. When the block is below the target, the base
fee is lowered to incentivize people to transact by lowering the barrier to
entry for paying for a transaction.

This base fee helps users select an efficient gas amount that is likely
to get their transaction mined rather than wasting tons of money on
unnecessarily high gas prices like in the past. These mechanisms also
make it easy to predict future gas prices by looking at how “full” the
previous blocks were.

Instead of going straight into the miners pocket, the base fee actually
gets burned. There are several reasons why the base fee is burned instead
of being given to the miner:

e This prevents the miner from circumventing the payment of the
base fee since they have to pay at least base fee times the
number of transactions for the block that the mine, and

e Burning ether also creates a deflationary pressure on ether as
an asset since supply is taken out of the market.
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Since the base fee is entirely burned, the new incentive for miners is
now known as the miner tip. In a perfect world, the miner tip is the minimum
amount that the miner is willing to accept in order to execute the
transaction. This tip was originally set as 1gwei but can fluctuate
depending on how full blocks are. Since the target gas value in blocks is
15M, in general, so long as blocks are hitting or near the target amount,
there will always be room to add more transactions within a block. This is
why the miner tip does not need to be insanely high to get some
transaction included.

Solidity

Solidity is an object-oriented, high-level language for implementing
smart contracts. It is a language that closely resembles other popular
programming languages like C++, Python and JavaScript. Solidity is
statically-typed (variables must be defined at compile time) and supports
inheritance, libraries and complex user-defined types. It is a programming
language used to write smart contracts.

A smart contract is a set of promises, specified in a digital form,
including protocols within which the parties perform on these promises
(Szabo, 1996). Basically, smart contracts are typical contracts, but in a
digital form, and they have stronger enforcement parameters (Szabo,
1997).

A smart contract is simply a program that runs on the Ethereum
computer. More specifically, a smart contract is a collection of code
(functions) and data (state) that resides on a specific address on the
Ethereum blockchain. These are written in Solidity which means they must
be compiled into bytecode first in order to be Ethereum compatible.

Smart contracts are permisionless (anyone can deploy them to
Ethereum) and composable (they are gloably available via Ethereum).

// SPDX-License-Identifier: MIT
pragma solidity ~0.8.4;

address public owner;
bool public isHappy;
uint public x = 10;
int public y = -50;

contract MyContract {
constructor(address owner, bool _isHappy) {
owner = _owner;
isHappy = _isHappy;
H
}

Figure 12 — A sample of a Solidity smart contract
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The features of Solidity will be explained on the example listed as
Figure 12.

Line 1: Specifies what type of license will be used and determines
what license rules fall on that specific smart contract.

Line 2: The word pragma defines the version of Solidity that will be
used for writing the smart contract. Solidity uses semantic versioning.

Lines 4-7: Define state variables that will be used throughout the
writing of the smart contract. Variables in Solidity can have private, public
and internal visibility. Numbers in Solidity can be int (interger) and uint
(unsigned integer).

Lines 9-14: The scope of the contract. The contract keyword behaves
very simliar to the class keyword of JavaScript.

Lines 10-13: The constructor() function is called only once during
deployment and completely discarded thereafter. It is used to specify the
state when deploying a contract.

There are many data types in Solidity: boolean (bool), string,
integers (uint and int), bytes, enums, arrays, mappings, and structs.

A solidity-specific type of variable is called address. There are two
types of this variable: address and address payable. These two types
are more than just some string holding Ethereum address value, they are
first-class types, meaning that they have a number of methods and
function that can be called upon them.

Integration with Ethereum Virtual Machine

The Ethereum Virtual Machine (EVM) is a runtime environment that
executes smart contracts on the Ethereum blockchain. The Ethereum
Virtual Machine is a crucial component of the Ethereum network, enabling
the execution of decentralized applications (DApps) by processing and
validating smart contracts code. It plays a central role in ensuring the
decentralized and trustless nature of the Ethereum platform by allowing
participants to execute code without the need for a central authority. Smart
contracts written in languages like Solidity are compiled into bytecode that
can be executed by the Ethereum Virtual Machine.

After a contract has been compiled, the bytecode of that contract is
sent to the EVM. For a contract containing a simple while loop that
increments a variable of type integer five times, the bytecode looks like
this:
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6080604052348015600F57600080fd5b5060a580610016000396000T3fe6080604052348015600757600080Td5b50
6004361060285760003560e01c8063a92100cb14602d575b600080Td5b60336049565b604051808281526020019150
5060405180910390T35b6000806000905060008090505b600582101560675781810190506056565b80925050509056
Tea264697066735822122058d7e1171d361c53779562e305a13c9180b2ab8dccTebd2347a50420908a5d864736T6C
63430006030033

Figure 13 — The bytecode of the while loop

The bytecode contains opcodes and operands. This bytecode looks
like this after looking up the EVM operation codes:

PUSH1 0x80 PUSH1 0x40 MSTORE CALLVALUE DUP1 ISZERO PUSH1 @xF JUMPI PUSH1 @x6 DUP1 REVERT
JUMPDEST POP PUSH1 OxA5 DUP1 PUSH2 @x1E PUSH1 ©x8 CODECOPY PUSH1 ©x0 RETURN INVALID PUSH1 0x88
PUSH1 0x40 MSTORE CALLVALUE DUP1 ISZERO PUSH1 @xF JUMPI PUSH1 0x@ DUP1 REVERT JUMPDEST POP
PUSH1 ©x4 CALLDATASIZE LT PUSH1 ©x28 JUMPI PUSH1 0x© CALLDATALOAD PUSH1 ©xE® SHR DUP1 PUSH4
0xA92100CB EQ PUSH1 0x2D JUMPI JUMPDEST PUSH1 ©x0 DUP1 REVERT JUMPDEST PUSH1 0x33 PUSH1 ©0x49
JUMP JUMPDEST PUSH1 0x40 MLOAD DUP1 DUP3 DUP2 MSTORE PUSH1 @x206 ADD SWAP2 POP POP PUSH1 ©0x40
MLOAD DUP1 SWAP2 SUB SWAP1 RETURN JUMPDEST PUSH1 @x0@ DUP1 PUSH1 ©x@ SWAP1 POP PUSH1 6x0 DUP1
SWAP1 POP JUMPDEST PUSH1 ©x5 DUP3 LT ISZERO PUSH1 @x67 JUMPI DUP2 DUP2 ADD SWAP1 POP PUSH1
0x56 JUMP JUMPDEST DUP1 SWAP3 POP POP POP SWAP1 JUMP INVALID LOG2 PUSH5 0x6970667358 0x22 SLT
KECCAK256 PC 0xD7 OxE1 Ox1F CALL ©xD3 PUSH16 @xC53779562E305AF3C9180B2ABBDCCFE6 OxD2 CALLVALUE
STATICCALL POP TIMESTAMP MULMOD ADDMOD ©xA5 OxD8 PUSH5 0x736F6C6343 STOP MOD SUB STOP CALLER

Figure 14 — The look of the bytecode after transposing the values of opcodes and
operands

Conclusion

In the ever-evolving landscape of blockchain technology, the
significance of the Solidity programming language is underscored by its
integral role in platforms like Bitcoin and Ethereum. Bitcoin, the pioneering
cryptocurrency, employs a blockchain data structure to create a secure,
decentralized ledger of transactions. Solidity, however, takes the concept
of blockchain a step further within the Ethereum ecosystem, enabling the
development of smart contracts. These self-executing contracts, written in
Solidity, automate and enforce predefined rules, facilitating a wide array of
decentralized applications. Ethereum's versatility, driven by Solidity,
extends the capabilities of blockchain beyond a mere medium of
exchange, transforming it into a decentralized computing platform with
applications spanning finance, gaming, and decentralized finance (DeFi).

As industries recognize the potential benefits of blockchain, its
integration is becoming increasingly prevalent across sectors. From
enhancing the traceability of goods in supply chain management to
revolutionizing traditional financial systems through decentralized finance
applications, the transformative impact of blockchain is gaining
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momentum. Solidity's role in facilitating the creation and execution of smart
contracts plays a crucial part in this evolution, offering developers a
powerful tool to build decentralized applications that foster trust,
transparency, and efficiency. The ongoing convergence of Solidity,
blockchain data structures, and real-world applications suggests a
promising future where decentralized technologies redefine how industries
operate and interact.
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Resumen:

Introduccion/objetivo: Este trabajo proporciona una descripcion general
completa de la tecnologia blockchain, aclarando sus principios
fundamentales y como garantiza la transparencia, la inmutabilidad y la
descentralizacién. La integracion de Solidity con blockchain se explora a
través de un enfoque tedrico.

Métodos: Este trabajo analiza meticulosamente los principios de
blockchain, aclarando la transparencia, la inmutabilidad y Ila
descentralizacién, mientras explora la integracién de Solidity en un marco
tedrico, asegurando una comprension integral de su intrincada relacion y
contribuyendo a una comprensién mas amplia de la tecnologia moderna
de distribuicion de registros.

Resultados: El producto resultante de este articulo sera la obtencion de
conocimientos Utiles sobre la tecnologia que practicamente da forma al
mundo.
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Conclusiéon: En conclusion, la adopcion de Solidity como lenguaje de
programacion en la tecnologia blockchain ha demostrado ser fundamental,
ya que mejora la funcionalidad de los contratos inteligentes y la seguridad
general del sistema. Sus caracteristicas especializadas la convierten en
una herramienta indispensable para los desarrolladores que navegan por
las complejidades de las aplicaciones descentralizadas.

Palabras claves: blockchain, Bitcoin, Ethereum, Solidez,
descentralizacion.

IMpumeHeHne a3bika NnporpaMmmunpoBaHus Solidity B TexHonorum
blockchain

Caea C. Ctannwmy?, Xpucmura H. CtosHoBu4®, Meops 1. [xoppxesuy®

@ Boopy»xeHHble cunbl Pecny6nukn Cepbus, BoeHHas aBnaums
npoTrMBoBo3ayLLUHas obopoHa, 98-as aBMaumoHHas Gpuraga,
TNapxeBum, Pecny6nuvka Cepbusi, KoppecnoHAEeHT

5 BoopyskeHHble cunbl Pecnybnvkn Cepbusi, BoeHHas aBvauus 1
npoTrMBoBO3ayLUHasA obopoHa, 126-aa aBnaumnoHHas 6puraga BHOC,
r. benrpag, Pecnybnuka Cepbusi

& BoopyxeHHble cunbl Pecnybnukn Cepbus, MeHwTab, YnpasneHune
UHGOPMaTHKM 1 TenekoMmyHukaumn (J-6), r. benrpaa, Pecnybnuka Cepbus;
YHuepcuteTte ,MeratpeHa’, dakynbTeT Bbl4ECNUTETENMbHBIX HaYK,
r. benrpag, Pecnybnuka Cepbus

PYBPUKA TPHTW: 20.15.05 NHdopMaumoHHble cnyx0bl, ceTu, CUCTEMbI B
Lenowm,
81.93.29 MHdopmaumoHHas 6e3onacHocTb. 3awuta
MHpopmauun
BWO CTATbW: o63opHas ctatbs

Pesome:

BeedeHue/uyenb: B 0OaHHOU cmambe npedcmasrieH 8CeCcmopOoOHHUU
0630p 6510K4eliH MexXHoI02UU, Pa3bsCHSIOMCS ee 0CHo8oro1azarujue
ApuHYUNLl U Mo, Kak OHa obecrieyusaem [pPO3PaYHOCb,
HeusmMeHHocmb U OeueHmpanu3ayur. WHmeepayuss Solidity ¢
br10k4eliHoM uccriedyemcs ¢ MOMOWbI0 Mmeopemu4yeckoao noodxoda.

Memo0bi: B daHHOU cmambe npedcmassieHbl npuHyunsl blockchain
mexHonoeauu. Teopemuyeckuli nodxo0 u ¢hpaemeHmbl Koda Ha
npakmuke rnokasbigarom, kak Solidity codyemaemcss ¢ amol
mexHornoauell U rnoyemy oHa signssemcs hyHOaMeHmoM pa3sumusi
CO8peMeHHbIX MexHO02ul U MHo2uUX ompacsiel MPOMbIWIEHHOCMU.

Pesynbmamsi: B pesynbmame uccrie®o8aHusi nosly4eHbl Mose3Hble
ceedeHuUsI O MEXHOo02UU, Komopasi ecmpedyaemcsi npakmu4yecku 80
8cex cghepax cospeMeHHO20 Mupa.
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Bbigodkl: BHedpeHue Solidity 6 kad4ecmee si3bika npogpaMmuposaHusi 8
6710K4eliH MexXHOM0o2UK 0Ka3asiochk KIo4eabiM (haKmopoM 8 MosbIlueHUU
yHKYUOHanbHoOCMuU cMapm-KoHmpakmos u obweli 6e3onacHocmu
cucmembl. Eeo crieyuanbHble  xapakmepucmuku —Oenamom — e20
He3aMeHUMbIM UHCmpyMeHmoMm Orisl pa3pabomyuKkos, 3aHUMaroWUXcsl
CIIOXXHOCMSIMU OeUeHmMpaniu308aHHbIX MPUIOXEHUU.

Kniouesble cnoea: briokyelH, 6umkouH, Ethereum, Solidity,
OeueHmpanu3ayus.

MpumeHa nporpamckor jesmka Solidity y blockchain TexHonoruju

Caea C. Ctannwmh?, Xpucmura H. CtojaHosuh®, Meop Jb. hophesuh®

@ Bojcka Cpbuje, PaTHO Ba3ayxonnoBCcTBO U NPOTUBBA3QyxonnoBHa oabpaHa,
98. BasgyxonnoBHa bpuraga, Jlahesun, Peny6nuka Cpbuja,
ayTop 3a npenucky

5Bojcka Cp6buje, PaTHO BasayxonnoBCTBO M NPOTMBBa3OyxonioBHa oabpaxa,
126. 6puraga BOJVH, Beorpag, Penybnuka Cpbuja

B Bojcka Cpbuje, MNeHepanwTab, YnpaBa 3a TenekoMyHukauuje m
uHdopmatuky (J-6), beorpaa, Penybnuka Cpbuja;
MeratpeHz YHuBep3auTeT, PakynTeT 3a KOMMNjyTepcke Hayke,
Beorpag, Penybnuka Cpbuja

OBJIACT: padyHapcke Hayke, T
KATEFOPWJA (TWUIM) YIAHKA: nperneaxv pag

Caxemak:

¥Y800: Y pady je npedcmasrbeHa blockchain mex+nonozauja, HeHu 0cHo8HU
MPUHYUNU U Ha4yuH Ha Koju ce ocuaypasa mpaHCrnapeHmHocm,
HerpoMeHs/busocm U OeueHmparnusauuja. VIHmeapauuja rpoepamcKkoe
jesuka Solidity ca blockchain mexHosiocujom objawH-eHa je meopujcKuM
rpucmyriom.

Memode: PacsemsbeHu cy npuHyunu blockchain  mexHomnoauje.
Teopujckum ripucmynom u uceqyuma Kkoda riokasaHo je kako ce Solidity
uHmezpuwie ca 080M MEXHOo2UjOM U 3awmo rnpedcmasrba cmyb
paseoja caspeMeHuX mexHoroauja U MHO200POjHUX UHOYCMPUCKUX
epaHa.

Pesynmamu: [JobujeHe cy KopucHe uHghopmauyuje 0 mexHosioauju Koja je
npumer-eHa y ceum obnacmuma GaHawHee ceema.

Bakrbyyak: Yceajabe npozgpamckoe jesuka Solidity y blockchain
MeXHOI02Uju roKasaso ce Kiby4yHUM, jep rnobosbuwasa ¢hyHKUUOHAIHOCM
namemHux yeoeopa U YKynHy cuaypHocm cucmema. Hbezoee
creyujanu3ogaHe Kapakmepucmuke YUHe 2a HEeOrnxoOHUM anamom 3a
rpoepamepe Koju ce Kpehy Kpo3 KOMIIEKCHOCM OeueHmpariu308aHuX
annukayuja.
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